WINTER WORKSHOP (IMAGE PROCESSING)

# DAY 1

## IMAGE

Pixel is the basic unit of an image just like atoms in matter. Digital image is a collection (2-d array) of pixels. A pixel takes discrete vales for intensity(brightness).

Every pixel can be treated as an object.

## TYPES OF IMAGES

1. GRAYSCALE

here the colours at our disposal are black and white. The combination of these allows us to create many shades of grey.

1. TRUECOLOR(RGB)

Its base colours are red, green and blue. To code the transparency of a colour sometimes a fourth element: alpha (A) is added.

1. BINARY

Like binary in Boolean, the image is composed of either white or black pixel.

1. HSL/HSV

The HSV and HLS decompose colours into their hue, saturation and value/luminance components, which is a more natural way for us to describe colours.

## STORING IMAGES

Each of the colour components has its own valid domains. This brings us to the data type used: how we store a component defines the control we have over its domain.

The smallest data type possible is char, which means one byte or 8 bits. This may be unsigned (so can store values from 0 to 255) or signed (values from -127 to +127).

Although in the case of three components (such as BGR) this already gives 16 million representable colours. **Increasing the size of a component also increases the size of the whole picture in the memory.**

### TEMPLATES

A template is a blueprint or formula for creating a generic class or a function. E.g. Vec3b, uchar.

## CODE

HEADER FILES: contain definitions of functions  
**#include "opencv2/highgui/highgui.hpp**”: - an easy-to-use interface to video capturing, image and video codecs, as well as simple UI capabilities.

**#include "opencv2/imgproc/imgproc.hpp”**: - an image processing module that includes linear and non-linear image filtering, geometrical image transformations (resize, affine and perspective warping, generic table-based remapping), colour space conversion, histograms, and so on.

**#include "opencv2/core/core.hpp”**: - a compact module defining basic data structures, including the dense multi-dimensional array Mat and basic functions used by all other modules.

NAMESPACE: provides scope to identifiers hence, prevents name collisions

**using namespace cv;**

**using namespace std;**

### CREATING AN IMAGE

1. CONSTRUCTOR METHOD

Mat a (#ROWS, #COLS, CV\_8UC3, Scalar (B, G, R));

**Mat:** Mat is basically a class with two data parts: the matrix header (containing information such as the size of the matrix, the method used for storing, at which address is the matrix stored, and so on) and a pointer to the matrix containing the pixel values (taking any dimensionality depending on the method chosen for storing) .  
**ROWS:** no. of rows  
**COLS:** no of columns

**CV\_8UC3** means we use unsigned char types that are 8 bit long and each pixel has three of these to form the three channels.

The [**Scalar**](http://docs.opencv.org/modules/core/doc/basic_structures.html#scalar) is a four element short vector. Specify this and you can initialize all matrix points with a custom value.

1. Create () FUNCTION

img.create(#ROWS,#COLS, type);

### READING AN IMAGE

Mat img = imread(filename, 0); //grayscale  
Mat img = imread(filename, 1); //3 channel image

### WRITING AN IMAGE

imwrite( filename, imagename );

CREATING A WINDOW  
namedWindow("NAME OF FILE", WINDOW\_AUTOSIZE);  
namedWindow: it’s a function. it creates a blank window.

### DISPLAYING AN IMAGE

imshow("NAME OF WINDOW", NAME OF MATRIX);

### ACCESSING AN ELEMENT

at() FUNCTION: Returns a reference to the specified array element.template<typename>(position)[index]  
img.at <uchar> ( i, j )  
img.at <Vec3b> ( i, j )[0]  
In case of colour images we have three uchar items per column. This may be considered a short vector of uchar items, that has been baptized in OpenCV with the Vec3b name. To access the n-th sub column we use simple operator [] access.

### WAITKEY

It is a keyboard binding function. Its argument is the time in milliseconds. The function waits for specified milliseconds for any keyboard event. If you press any key in that time, the program continues. If **0** is passed, it waits indefinitely for a key stroke.

### COPYING AN IMAGE

1. clone() FUNCTION

Mat a=B.clone();

1. copyTo() FUNTION  
   A.copyTo(B);

The assignment operator and the copy constructor only copies the header.

The underlying matrix of an image may be copied using the [clone()](http://docs.opencv.org/modules/core/doc/basic_structures.html#mat-clone) and [copyTo()](http://docs.opencv.org/modules/core/doc/basic_structures.html#mat-copyto) functions.

# DAY 2

## CONVERSIONS

### BGR TO GRAYSCALE

1. Y = (B \* 0.114) +(G \* 0.587) + (R \* 0.299)
2. cvtColor( image, gray\_image, CV\_BGR2GRAY )

a source image (*image*)   
a destination image (*gray\_image*), in which we will save the converted image.   
an additional parameter that indicates what kind of transformation will be performed. In this case we use **CV\_BGR2GRAY**

### GRAYSCALE TO BINAY (thresholding)

This separation is based on the variation of intensity between the object pixels and the background pixels. To differentiate the pixels, we are interested in from the rest (which will eventually be rejected), we perform a comparison of each pixel intensity value with respect to a threshold (determined according to the problem to solve).

Once we have separated properly the important pixels, we can set them with a determined value to identify them (i.e. we can assign them a value of 0(black), 255 (white)

Using TRACKBAR  
*createTrackbar ( trackbarName, windowName, value, count, onChange)***trackbarname** – Name of the created trackbar.  
**winname** – Name of the window that will be used as a parent of the created trackbar.  
**value** – Optional pointer to an integer variable whose value reflects the position of the slider. Upon creation, the slider position is defined by this variable.  
count – Maximal position of the slider. The minimal position is always 0.  
**onChange** – Pointer to the function to be called every time the slider changes position. This function should be prototyped as void Foo(int,void\*); , where the first parameter is the trackbar position and the second parameter is the user data (see the next parameter). If the callback is the NULL pointer, no callbacks are called, but only value is updated.  
**userdata** – User data that is passed as is to the callback. It can be used to handle trackbar events without using global variables.

## HISTOGRAM

Histograms are collected counts of data organized into a set of predefined bins.  
A histogram can keep count not only of colour intensities, but of whatever image features that we want to measure (i.e. gradients, directions, etc.).

### SETMOUSECALLBACK: Sets mouse handler for the specified window

SetMouseCallback(windowName, onMouse, param=None)  
winname – window name  
onMouse – mouse Callback function

void Callbackfunc(int Event, int y, int x, int flags, void \*userdata)

{

if (Event == EVENT\_LBUTTONDOWN)

{

printf("B = %d\n", img.at<Vec3b>(x, y)[0]);

printf("G = %d\n", img.at<Vec3b>(x, y)[1]);

printf("R = %d\n", img.at<Vec3b>(x, y)[2]);

}

}

## KERNEL/ MASK

It is a small [matrix](https://en.wikipedia.org/wiki/Matrix_%28mathematics%29). It is useful for blurring, sharpening, embossing, [edge detection](https://en.wikipedia.org/wiki/Edge_detection), and more. This is accomplished by means of [convolution](https://en.wikipedia.org/wiki/Kernel_%28image_processing%29#Convolution) between a kernel and an [image](https://en.wikipedia.org/wiki/Bitmap_image).

## FILTERS

### SMOOTHING IMAGES

#### MEDIAN FILTER

The median filter run through each element of the signal (in this case the image) and replace each pixel with the **median** of its neighbouring pixels (located in a square neighbourhood around the evaluated pixel).

#### MEAN FILTER

The mean filter run through each element of the signal (in this case the image) and replace each pixel with the **mean** of its neighbouring pixels (located in a square neighbourhood around the evaluated pixel).

#### GAUSSIAN FILTER

Gaussian filtering is done by convolving each point in the input array with a Gaussian kernel and then summing them all to produce the output array.

Assuming that an image is 1D, you can notice that the pixel located in the middle would have the biggest weight. The weight of its neighbours decreases as the spatial distance between them and the centre pixel increases.

![Image result for GAUSSIAN FILTER KERNEL](data:image/png;base64,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)

3X3 GAUSSIAN KERNEL

#### SOBEL FILTER

A method to detect edges in an image can be performed by locating pixel locations where the gradient is higher than its neighbours (or to generalize, higher than a threshold).  
It computes an approximation of the gradient of an image intensity function.

Assuming that the image to be operated is ![I](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAANBAMAAAB4JQK4AAAAJ1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAilU6eAAAADHRSTlMAdPPdGM/7v69g6TLNJMCWAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAHklEQVQI12MQOmPCwHCUgYEhHQlnIGFkcaC6WWesAb+vB+BOYDqTAAAAAElFTkSuQmCC):

1. We calculate two derivatives:
   1. **Horizontal changes**: This is computed by convolving ![I](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAANBAMAAAB4JQK4AAAAJ1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAilU6eAAAADHRSTlMAdPPdGM/7v69g6TLNJMCWAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAHklEQVQI12MQOmPCwHCUgYEhHQlnIGFkcaC6WWesAb+vB+BOYDqTAAAAAElFTkSuQmCC)with a kernel ![G_{x}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAQBAMAAADkNkIoAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnd37r0gYi/MydGDpv8+9C5nLAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAbUlEQVQI12NgYBCyN2GAgGA3hvoGMIvzOwMDVxuYyWTAAAP8DnDm/AI4c/0COHN/AduZ5gNgZv4FuFbmbwwMvB/ATPZPICZ7NztQz/2uhKQPDBGBQGFu5T/PJzDwXYAbxNIAZ5ZemQZjXshwAAACdhuFFXrQpgAAAABJRU5ErkJggg==)with odd size. For example for a kernel size of 3, ![G_{x}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAQBAMAAADkNkIoAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnd37r0gYi/MydGDpv8+9C5nLAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAbUlEQVQI12NgYBCyN2GAgGA3hvoGMIvzOwMDVxuYyWTAAAP8DnDm/AI4c/0COHN/AduZ5gNgZv4FuFbmbwwMvB/ATPZPICZ7NztQz/2uhKQPDBGBQGFu5T/PJzDwXYAbxNIAZ5ZemQZjXshwAAACdhuFFXrQpgAAAABJRU5ErkJggg==)would be computed as:

![G_{x} = \begin{bmatrix}
-1 & 0 & +1  \\
-2 & 0 & +2  \\
-1 & 0 & +1
\end{bmatrix} * I](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALMAAABDBAMAAAAlqCnZAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnd37r0gYi/MydGDpv8+9C5nLAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACXUlEQVRYw2NgwAX4////wEA06P//P4BoxfxSqxYQb/SuVetJMBpJ6ZQLCDZ3AYZSsDQ/WUbH/FdAiN/5gq4SIk2e0QzxD+BM3g36GGaApck0mh9hdBxDPpIX2APg0pQbrcrA+w0hwUK50Yho/MDA+RvD6AvUMJq1gYHhF22M5jJgYOiiqtHwsOYC5tCjVAhrNiUQ0EM2mvsnA0MblM125szhM2fOUSuFsH1kYFCgagpBJL5mBsYF1DQ6H2H0+lNCDOhG51NgdC6CzfvZAcNosDSZRuMELAGkqSdBKfsEmhlNnvpRo4e10VhqdJzqhexNCChle2yCr0aHSKMYzdX/KYGBIdiNob4Bv9FB4vYFeGp0iDSqq0ElFud3oB1t+I0OYIhXwFOjQ6RRjWYGVjxMBsSENaJUxVajg6UxjeZ3IMroAnw1Olgapt4BbvT8AmKM3oy3RgdLw9RD4o0ZaMN65OYo0xkQOIZptDbeGh0sDVHP5/CgCGb0/gK2M80HsLiaGclorgt4a3SwNFS93DsxmNH5uKKSZwKiRp/DgLdGnwNVDwKMLQmwsGYGxjfvBwJhrcmAt0bXRKhnb715BGY0+yeQ0ezd7AtwhzXTBgZ8NTpEGqKem+EAN8xohvtdCUkfGCIC8bj68bt3r/DU6BBpmHoDREbgVv7zfAID3wXcRvP+////F+4aHSoNUw8Oau7zn+C1JksDzWr00ivTaFWjX8hwGK3ARo0m2+jRPvpoH320jz7aRx/to4/20als9MqZE4g3eObMeBKMJmlo3J6UoXG2tLQE4o1OS0tDFwIAkfgoz6tQbWMAAAAASUVORK5CYII=)

* 1. **Vertical changes**: This is computed by convolving ![I](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAANBAMAAAB4JQK4AAAAJ1BMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAilU6eAAAADHRSTlMAdPPdGM/7v69g6TLNJMCWAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAHklEQVQI12MQOmPCwHCUgYEhHQlnIGFkcaC6WWesAb+vB+BOYDqTAAAAAElFTkSuQmCC)with a kernel ![G_{y}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATBAMAAACAfiv/AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnd37r0gYi/MydGDpv8+9C5nLAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAeUlEQVQI12NgYBCyN2GAgGA3hvoGMIvzOwMDVxuYyWTAAAP8DnDm/AI4c/0COHN/AduZ5gNgZv4FuFbmbwwMvB/ATPZPICajJRtQ0f2uhKQPDKpsQEXcyn+eT2B4ygC3ShXBvMjdAGMufnUAbhWrAoy1gQXuACF3BgCBUh0qMdDd8QAAAABJRU5ErkJggg==)with odd size. For example for a kernel size of 3, ![G_{y}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATBAMAAACAfiv/AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnd37r0gYi/MydGDpv8+9C5nLAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAeUlEQVQI12NgYBCyN2GAgGA3hvoGMIvzOwMDVxuYyWTAAAP8DnDm/AI4c/0COHN/AduZ5gNgZv4FuFbmbwwMvB/ATPZPICajJRtQ0f2uhKQPDKpsQEXcyn+eT2B4ygC3ShXBvMjdAGMufnUAbhWrAoy1gQXuACF3BgCBUh0qMdDd8QAAAABJRU5ErkJggg==)would be computed as:

![G_{y} = \begin{bmatrix}
-1 & -2 & -1  \\
0 & 0 & 0  \\
+1 & +2 & +1
\end{bmatrix} * I](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMEAAABDBAMAAADXFHx8AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnd37r0gYi/MydGDpv8+9C5nLAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC+UlEQVRYw+2ZPWzTQBTHX5zE+TRGWUCdIlAHVAkylAEJqVlSJiQLFgagUYdOoGRBgolKlRi64AGGSpUa1IksicTA2EgIJJBFysAEUoIKQuoQhfAlSouxE7ex7z1btWMvkBts6//O/vnund/dPQPYFVFVu+C2xFX1+6ErixPVimtCqlp1QZCG1w82D3NH4qJ+9ES4qmZZK781zUrRZs8zAebarPXSsZkyQvzxThARQYI51C7wlUBqoxAIT4uol2DPX8ITCJow5S8B93mSgLr3A39CL6fNhANpdVhzvq+1/R5LpwCCHa1c3V9CCRG2Op1tFElGINyUGKOgquoOIrz1TnBTxoQx4Z8mPMU2QkqV7QmZmWkngtDMsyZCgvffCELyfq8IcHkW7i46EN5x6K0ISaifkYg26CEz8VND3bMnRNt8j121YAmuQylLEMLaPMXlnP3ASdAqMpEbSzAJwg8bgph3JogAa8xcQEjQhcRvCyFyQFgrOxOuaFfMCpmQopondyyE+ICgvX/NXJdT9PLCTFjXKjOPI6Sk1tfLZsLHI7GsQdgo88pSg2hDeECoAaSZb4+QktpW4/ng8mz/GOp8KBqEkp2303L/tCFDnHErIaV+ARgD8uXgdHx23w9hbQgIXXs/lI4Cx1gIif8CYBmtt6+t5g1CrKcTQuf4Bu2HeA4m2K0UlmAJQhUzoZ6GukGA1nJxvguTfI5uQ3L3EbuMJySovcpYo0Z4uAxKndz9LMMnsCFAC0ctQhK+5q0Evu+eZk8efpO5gKP3m9RiwIT17UbQM1A0GzChHqkETMhcGK81RiWM8xrOhJiE9nF9iclr3PK+j4tgQkTCu8fCyIRNglBGhD1/CZa8RiCEKX8J2A/WvIZXP/CK8kxRXlvyGvuSKa9xQ1HOK0rb77FkzWsU/B+tTF5jZEIJEZi8RsF7XmNAsOQ1dInNaxS85zUiOIYTktFLnqJ3TEYGQoI7/+0c93hFdv34xMpDFwQvfzjCbv5w8AsLRdcE4qa//CpK6mHwXPkAAAAASUVORK5CYII=)

1. At each point of the image we calculate an approximation of the *gradient* in that point by combining both results above:

![G = \sqrt{ G_{x}^{2} + G_{y}^{2} }](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHkAAAAiBAMAAACJnWtOAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAnd37r0gYi/MydGDpv8+9C5nLAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB40lEQVRIx2NgwAnY6v8TAB9wa2ZgX8BAAWBKoER3EiWaGZZTpPsZRboVKNHMLQBjxZlgkWZ97IBPN+8EGGvDeiyhz831DUwL2WMzm4EHIcePqptR+TPIXrDuYDeG+gYsurcg5HJQ3WySwP4DmBQPANmc3xkYuNqw6L6KkBOFiJRCqPkFDAwrEhgYA0ApygCHvw/A5Tih4eMKoZQh1BQQwY8j6FgvwOV4GVB0f4FQF2DuwAZYNsDlnqYlIOkGeQcI+MLSgOR6WE5iOgMCx5CDHCLH+///BSTdXL/A1P3/f4Hk/gK2M80HMO2ehykH0c39nSHnhA1UKP8CRsixgtKoNJpczpkzNmfOPADG1F9EyDEwAyOdF7WQSPoGTeVoctBQsweGwn1YCfIJqgLh70qgz9geIMuh6K5XQOhmuN+VkIRWQNnBiiWwHHs3tIyC6ub9sYxNn0F4AjgFciv/eT4BVfdlWLEEkYsIRLGbYZP9uUoGpoBkHMlsfwBKscR3AVU3RDCAGYdufgGUYokFmokqUcpMnLqZDqAUS6VXpmHJ/gI7cOhm/IZSLF3IwJIXuOzW4NDN+QtRLOEGQbgk7HgnECz2GLxwSV1mImgzo0oBLqn9IpSUxvxfKaoADSjRzejAQAcAAGYspeaKBQEXAAAAAElFTkSuQmCC)

# DAY 3

## FILTERS

### ERROSION AND DILATION

It is used for removing noise and finding intensity bumps or holes.

#### ERROSION

The erosion makes the object in white smaller AND object in black bigger.

A kernel run through each element of the image and assigns the centre of the pixel with 0 if any black pixel is encountered.

#### DILATION

The dilatation makes the object in white bigger AND object in white smaller.

A kernel run through each element of the image and assigns the centre of the pixel with 255 if any white pixel is encountered.

### CANNY EDGE DETECTEOR

#### NOISE REDUCTION

The Gaussian filter is used for this purpose.

#### SOBEL FILTER

To Find the intensity gradient of the image.

#### NON-MAXIMUM SUPPRESSION

This removes pixels that are not considered to be part of an edge. Hence, only thin lines (candidate edges) will remain.  
For this, we will traverse perpendicular to the edge(thick) found and find the local maximum value for intensity. This local maximum is then considered to be final edge and the rest is truncated.

HYSTERESIS THRESHOLDING  
Canny uses two thresholds (upper and lower):  
If a pixel gradient is higher than the *upper* threshold, the pixel is accepted as an edge  
If a pixel gradient value is below the *lower* threshold, then it is rejected.  
If the pixel gradient is between the two thresholds, then it will be accepted only if it is connected to a pixel that is above the *upper* threshold.

**Canny (source, output, lowThreshold, lowThreshold\*ratio, kernel\_size);**

*detected\_edges*: Source image, grayscale

*detected\_edges*: Output of the detector (can be the same as the input)

*lowThreshold*: The value entered by the user moving the Trackbar

*highThreshold*: Set in the program as three times the lower threshold (following Canny’s recommendation)

*kernel\_size*: We defined it to be 3 (the size of the Sobel kernel to be used internally)

## OBJECT DETECTION (GRAPH THEORY)

## Algorithm for traversing or searching tree or graph data structures

### DEPTH FIRST SEARCH

One starts at the root (selecting some arbitrary node as the root in the case of a graph) and explores as far as possible along each branch before backtracking.

#### Using RECURSION

void DFS (int v, visited [])

{

    // Mark the current node as visited and print it

    // Recur for all the vertices adjacent to this vertex

}

void main ()

{

    // Mark all the vertices as not visited

    // Call the recursive helper function to print DFS traversal

 }

#### Using STACK

void BFS (int s, visited [])

{

    while (! STACK. Empty ())

    {

        // POP a vertex from STACK and print it

        // Get all adjacent vertices of the POPED vertex

        // If adjacent has not been visited, then mark it visited

         and PUSH it

    }

}

void main ()

{

    // Mark all the vertices as not visited

    // Call the recursive helper function to print DFS traversal

}

# DAY 4

## OBJECT DETECTION

### BREADTH FIRST SEARCH

#### using QUEUE

Breadth – first searches are performed by exploring all nodes at a given depth before proceeding to the next level. This means that all immediate children of nodes are explored before any of the children’s children are considered.

void BFS (int s, visited [])

{

    while (! queue. Empty ())

    {

        // Dequeue a vertex from queue and print it

        // Get all adjacent vertices of the dequeued vertex

        // If adjacent has not been visited, then mark it visited

         and enqueue it

    }

}

void main ()

{

    // Mark all the vertices as not visited

    // Call the recursive helper function to print BFS traversal

}

## LINE TRANSFORMATION

### HOUGH TRANSFORM: detect lines in an image.

To apply the Transform, first an edge detection pre-processing is desirable.

1. a line in the image space can be expressed with two variables. For example:
   1. In the **Cartesian coordinate system:** Parameters: ![(m,b)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC8AAAATBAMAAADysUlJAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA9ElEQVQY02NgwAmEULmsIMIZiJkdUMTVvoFIFgMGhjA0A/aCySwGhgo0iUww2cHAYIQmkQwmPRkYZjEwdG94e5Aj3wAikbjyTAEDQzQDQyoDl8bfkvtG3h8gEtnztL8wMPAwMGwAuuELg/4Cjq8wO/h+gCUOMDBwfWFYv4DpK8wOVuwSiQwM/8ASCUCjfqHq+AWWuAqW8F/A94uBYytQIpeBfQJYYgoDA9MvBn0Hps8SjEDDGeY76AJJNgYGOaCOqQzOAax7ChjSgEKrvxVAPKiI5Gs3OKsCrAkOXsBZU4EWNCAkDGAMdpBxLnBxrgUwlhMDAwBKIDyJBWA2ogAAAABJRU5ErkJggg==).
   2. In the **Polar coordinate system:** Parameters: ![(r,\theta)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACUAAAATBAMAAADlk9mAAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA30lEQVQY022QvQtBYRTGf7g+BhmU0dcfoGQ2CItBmSwMSgwGGY1GZWDAYDIrdctqQJnuKAv5DwxGNue+13VTTr11zq/nPJ3nhX8V/h0L8jw5Z04ZCbQ0VB3kn/iO0IG+w+oV7QlDyDgsCi8owQKykevSZE1oQw1ahMqve89ke7hCEHQIPDS1a9xuhmI7YTvLT3Rzm/l1i23gpFhDdB8mZl3FzuAS7agC45xXV2wq8YTFB3LzYS1BfRAT3UQ68XBvL6ibk5aX1rDT9JXUrNDAZjNZsAbP93PMSEXVrmyWhzennS1AjUqYaQAAAABJRU5ErkJggg==)

![Line variables](data:image/jpeg;base64,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)

For Hough Transforms, we will express lines in the *Polar system*. Hence, a line equation can be written as:

![y = \left ( -\dfrac{\cos \theta}{\sin \theta} \right ) x + \left ( \dfrac{r}{\sin \theta} \right )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANIAAAAtBAMAAAApcyi9AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYN37GOmLdM+/868ySJ051QBEAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEO0lEQVRYw81YXYgTVxT+EieZ/Owkg+CLKKYbiigVtmqpjT8MLm2hLxE0FfGhy0JJLVtMbfFnKTUiin+woQVt+9Cm21Ipiiwi9Q/pILQPpdRFWdg+tBt8WCs+mLXLumCsvXcmmdzZ3JOJMg+eh92bk3vvd+ae75z7TQC5dfWBtj/go1035P5A+lsgMeIfUNf3xBfvYTOL4Wv/kEIFuV9ZjYkKEBv1DekS4Y+nkCwC2mrfDo/aKVRCaBP7f5xcGndGn19YbnpSKCikXP3pQ6j5Owjv6QfmjSBYZs4bJrX0sLPu5uxHDQLTFJoQmNePCfMeon1/I8KQhrvTHClSpB6p5AwTVc0ZL6WQjggcmEJAmUbX9EIzYD1ThJ+eNk2sXNgcJnqa417iDJTHQgGxPdUqMBX99wQjXQlBK+pzBNLp5jBcFsYp+XQxGgfJeHPI4EmyC+CKfKW4e0IYYz1BiKLr9PB7jR3XAKIFJB7jLTuT8uOICXUYF+LFZTlSUmx6t6HiKqKVHYiPQlm1aIXlnSfvixPCOCoi3ZAjLREDVk9+gvDkRXyaz/OMrzQbhSWzz0QaivyMySO7713b0bLUfY6cLy+LY95I4aoXad2m9kjdw95IAfeeH9S9VWo+UYBrO+iMD10frzXaAjWfN4C0gQVz3P95IykzHC49ii0iUrxMLpjBG/sLONji9TYejTpWjlREpOgmcv4GVjx1pBdz3IxGvF72yDrDmUnX6QVT5PwzFtJXbXMgt9esv99UXEihIjn/R4aky5E2dnMrJp+0WLWJxK96vJ7LvZLLFRttLCldcMZqPXOROj49fNnjeqZIqm2eRnDoGfJk8TP88aNOkdiesVf3DT89y21+/oKfvzA7YrnCMqJmLhyRnozU5md0ZyVwEaGz4jOpVbkUZRmxe8r2Vp647X2n3RVDtmzSpmQ9oqvWciPaUrTep5TanI0PzUX609EDhmYfrepeM1D/36gPreSWolwoorcQHOn41jgPzLbrcEcJKYoYw4hnWiTSEoNC2gbkbJbJ+84gJUWzcn2d1cWbaE+/ljbHavkDdpdfbt/ucq2Y5EzM707dXKe98+tevSlFB+WRx8RtuKLMmqzGbrEPme7ujK0LdFJYahUUWeqzfVpPU4r+QAhRsSy4omShTiFrWM9k02Un+S6CwFnoqLEuxwRpQ4qqRKFpIrG4omRINQuJ8X+Z5V1GJPIub7tr+PSkyZHqUpR6S3IJD64obSTTStLWtoIhpENR9k7bSCzguhT9h6LYoKtUogUH6f6oUm7bdpQtCJs45SDZUjRA3pCibuSK0kHqffm6RdekTr4gI1xiLaOBZEvRjUYnmokpSm1oxfiDxUOM5oHvXrKc77bpverk7sL4g7+GXhif1ZtSlLK3PfTKet/ec39rH0iw4hsSnULLdvn4y8fddl9qKR+REpVn+AHmObH/Adf0UUQqfFunAAAAAElFTkSuQmCC)

Arranging the terms: ![r = x \cos \theta + y \sin \theta](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJgAAAARBAMAAADTU3gCAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAv/uvGN3zMnRIz4ud6WDlHqsyAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB8klEQVQ4y62TP2gTcRTHP2euNn+8a+jg4iI2BkWUUClYXY6CIoKkRqJ0EGuluMktxdHg0hakREdR2k0HNXWoPcWhKIrg0OhQXA5c2tLNP5GoleD7/WrSy1ExYt/wu8f7/vjwfe/9DloJO3f5r3cW0x9aYvGUd87GyuN6kpiyUi2xzBSTczp7EpZu1JM+J/azJVikn44pnfX+8U4P/MDoOnopWBzZixVuyUpilQOwxRR2OXTnLfiMn7+3L1gcX+C+fKJHJoh6r0mMzcCWDG2D6zDT+0Z8J0qL5dw7Ve+hFLvgDMxTlPycr0JZuvpsWs4ZJt0XGNO3iQtsOJ8bDLa5BlNa1jVXuSmldD6fhuchv4aao1nDNiu0V5ZcWzuLl5thhsCV1uFSI+toZw8Cy/0deil2RTr9CDXj813YmqQtCSd9f7/vq03UNExpAqtq2AU4Ba/CzjqDMOd4yVEDswpBZ6saprQ1mKsH9h66tbw+My+b0W1ypUqsMotRYNt3jhGEfdFtK60Bmy+awu9sNtZejnySzl4S5SDG3CMiRcxdywNNsKGx7f2gtAas78CILPJw6IEWWBAtumOUxJtDXPc8KS7tdptg1y6ekNGJFisN3Pq6UpK3YQ+d5R+j8QdYGf47ZutJ1mWTwtzDaTYtuocLG5V/AXOhlW7/hr2jAAAAAElFTkSuQmCC)

1. In general for each point ![(x_{0}, y_{0})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATBAMAAAApCuNrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABE0lEQVQoz2NgwAeEsAuzGDAwMDvg0OPMwBCGyzy2BQwVuOQ4GhiMcMmxTGCYxcB1x4EhFSaie5SBKQHMYt0AFOVz28DZAJVirfvHwHkAwj7AsIGBget7O8IoZDkQwx6ojf0ITI55A4QDkfMHyr16A5H7BJIDcw4wgCw2PsDAKsD2ACz3HSgH4RxguAo07ulHBr4H7AIcW4FyHxk4E0AckNwUBoZlDPKWCxWYDBh/AOX2vLO+wAjkMABNlGMAIrZdzAUsDQxpQLk3GyMngDlAvytCQ8iA3YHBDRKQAmAOewMDG0SO6xcjA8MLMDN+AZjDGcDABA2SHqCjgJawnmO4COGUAwVd4EHCtQBIyOyF+IVFgQEASaJH4GE/GvQAAAAASUVORK5CYII=), we can define the family of lines that goes through that point as:

![r_{\theta} = x_{0} \cdot \cos \theta  + y_{0} \cdot \sin \theta](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMEAAAARBAMAAACWUtWAAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAv/uvGN3zMnRIz4ud6WDlHqsyAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACUklEQVQ4y7WUT2jTcBTHv1kymzRNFhRE2MGhG7qJEupBnSAFUUQYLVMPHtTiGMOLBEEUPCzssm5TqYIHx2C9zYOwqsxF8VAnijDBIjK8BOPBehL8U4n/KP7S/pImreu2Q9/p98vv8/J97/fe+wFrNbn/fFPYqj3Gm1hjQkyunv2PcZ2YzpVXj5ZDBKWOXYuxCbRlyqt9q2SZrYeGak8udkNaLjtJgZT3KXzshJxvyI6dubOj9mRsCXd9W37/dfDGS4ipOaBFRWuyqsAZPxHu8MHGROLWNuH9lXHLY18jjd63zuEp0zEn+OEnWeB+mjrNYVp7BiY7hTDxGjzRn/TfUllB7HZrkEOGsxHPCh0euwAw2oZgEsxfEvllwgjnSJglyFwRoWJBk8txhfNBBSaJ0RFUYHkIFmy0WcTDZR8C63CtphuIwkG8I4tdxImw/BegxHybIayCVtIrfaa50zSdkpeIAqdKegXG5h7NUdAcBcq+IJXFzZoc1gMpPKBj4yrEjszGnIt1/lbN4Q9R4HVRpQ3KjRcrCjZcNgoUXkWDdTDiKg7gA3UqAZdsCMV5MDoiv3AYfoXv5CZYS6YzIGrY5ClQloT7GX2BFEJ59utMO6bo9jl47AaTuwc2DW7Lp5MBhbOpjQkmK9DJEhXy3VWgbC9wATeCk6JjSXvqDS3fPgpxcS+uGgbZFbq0gMLIwNFMRBFp4/GLE/rkj9uzpyd/Wz62xdpTPy7Dmtp4Yr2ZltSQza7wBPZY9R8jXSs8WvPuIq5h4TiaZtx2HENzLTqoNzz/B67DsI7ihsE1AAAAAElFTkSuQmCC)

Meaning that each pair ![(r_{\theta},\theta)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAATBAMAAAD2RJl0AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABCElEQVQY03XQsUvDUBDH8W/T11SKBBEcrbq3IB3FoWgXB6GTix0eiA4O0rFjuwkOLaIdnDoLQsClg8Oz4JRFEBdL/wMHR7t5PXmBID54kHy4+yV38N9Z/Uv7cvP1rFWTTcw2HGW5OAhf4Bw6WW81zTdcQi3r6zCHA7iD3bXpyPsJnMExnBIdzj/b3p9hCssQw9KXSXOS2SxRd+Jyc8Omrx96L0rPTn5F/RHe1K3Ui8eRVZfwC/V3yXCUXo3jSqL69UKsfiOrcATjnmOjK3NNHmQxIZSlfkBgC5ZQooKnD3SuLY0tOdmVsf5vO9qyOJPciKjr/VYaf18q1/KddKmL8RvprPf+YQ9+ACIpNxFnOlRoAAAAAElFTkSuQmCC)represents each line that passes by ![(x_{0}, y_{0})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATBAMAAAApCuNrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABE0lEQVQoz2NgwAeEsAuzGDAwMDvg0OPMwBCGyzy2BQwVuOQ4GhiMcMmxTGCYxcB1x4EhFSaie5SBKQHMYt0AFOVz28DZAJVirfvHwHkAwj7AsIGBget7O8IoZDkQwx6ojf0ITI55A4QDkfMHyr16A5H7BJIDcw4wgCw2PsDAKsD2ACz3HSgH4RxguAo07ulHBr4H7AIcW4FyHxk4E0AckNwUBoZlDPKWCxWYDBh/AOX2vLO+wAjkMABNlGMAIrZdzAUsDQxpQLk3GyMngDlAvytCQ8iA3YHBDRKQAmAOewMDG0SO6xcjA8MLMDN+AZjDGcDABA2SHqCjgJawnmO4COGUAwVd4EHCtQBIyOyF+IVFgQEASaJH4GE/GvQAAAAASUVORK5CYII=).

1. If for a given ![(x_{0}, y_{0})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATBAMAAAApCuNrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABE0lEQVQoz2NgwAeEsAuzGDAwMDvg0OPMwBCGyzy2BQwVuOQ4GhiMcMmxTGCYxcB1x4EhFSaie5SBKQHMYt0AFOVz28DZAJVirfvHwHkAwj7AsIGBget7O8IoZDkQwx6ojf0ITI55A4QDkfMHyr16A5H7BJIDcw4wgCw2PsDAKsD2ACz3HSgH4RxguAo07ulHBr4H7AIcW4FyHxk4E0AckNwUBoZlDPKWCxWYDBh/AOX2vLO+wAjkMABNlGMAIrZdzAUsDQxpQLk3GyMngDlAvytCQ8iA3YHBDRKQAmAOewMDG0SO6xcjA8MLMDN+AZjDGcDABA2SHqCjgJawnmO4COGUAwVd4EHCtQBIyOyF+IVFgQEASaJH4GE/GvQAAAAASUVORK5CYII=)we plot the family of lines that goes through it, we get a sinusoid. For instance, for ![x_{0} = 8](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAQBAMAAACmdTG/AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAMt37SOkYdPPPnYu/r2Aie/xQAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAsUlEQVQY02NgwApW2GAXZ2BasH8Cdhn/BCYD7DL1D5gmMAiZMLAmoMswm3gkMJREMMzC0MNiHwYk5XdtgNkbCgIgMYbDf4EEzy8gsdkBRU/ShvMKQJ1AGXZxVKf0MvD8A+o5zMCQyxCOYs0/BpbvDAzb8y8wlDPsRbaH5TcD3zcGxgDePxPvMbxBMa1ZIHUBA28BQ4TAaQYvFBkhUz0oaw3DFhwhKC9wAYcMlxFGADEAAJ8wKs0yvx9jAAAAAElFTkSuQmCC)and ![y_{0} = 6](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAARBAMAAABgN5JdAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYN37GOmLdM+/868ySJ051QBEAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAuUlEQVQY02NgwAFSv+GS8dh7BYcMSwwuPQxMAkCCUdmBQRRDSgpEuNUXMDRjSHWCSX6EFFMoCIQAWf+ErArAUrMYGJIvoLji68Pkv0ApAaAU+3EDZCmefwy8v4FSCUApb4ZwFLuA4nZAqQ0MrQzlDNkodkUxMPxhYOAyr1zEsJFBEkVX/QbOBwwM7FZbOhimMdxDkWIPVoQwohleMuRiD7A/DOcPbMAi4VzAtIGBz8gBixS3lTr2IAYAnJQrz1clXooAAAAASUVORK5CYII=)we get the following plot (in a plane ![\theta](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANBAMAAABm7DILAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYN3784vP6RhIna+/dDJDrpHSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAARklEQVQI12NgEDIRYGBNYLdgaG7g/MWwiYHhG0MNA0M5gzUDgwqDiZKSCYiVzuDDwKADFGCoZVg/gcOBodnw0QQGRmc9BgCJYQyBbEJ+5gAAAABJRU5ErkJggg==)- ![r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAJBAMAAAD9fXAdAAAAKlBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADmU0mKAAAADXRSTlMAv/uvGN3zMnRIz4udEW9DNgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAACpJREFUCNdjYFR2TWfojF2hzcBwlmECA8MhBiDYBiKOgQgjECEEIqwYGADGLwajp5zhEgAAAABJRU5ErkJggg==)):

![Polar plot of a the family of lines of a point](data:image/jpeg;base64,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)

We consider only points such that ![r > 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACkAAAAPBAMAAACLu/vuAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAv/uvGN3zMnRIz4udYOmbO7O0AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAApUlEQVQY02NgwAC3GbAAxvcGWERlWX9iCnIuYPkK52y9AGWwTmCQd2BgVHZNB3LY5RogovwMDPUXGDrjV2iDeCx2EOFpQAkg6zzDBDCX5dwGENXEwMAGFD0EN/vcASDRz8DAB1S2DS7KAzLqfgEDmwMDwzG44BsQ6X+AgRVIGcEEX4MpNgWGE0BKCCLoAxFk4PjXEwCkrMAc5xcwg+SVER69geJtAGxrIiIK5gn2AAAAAElFTkSuQmCC)and ![0< \theta < 2 \pi](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFgAAAAPBAMAAACSMBVIAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYIu/6a/dSM8YMvN0+51BVInMAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABR0lEQVQoz42Sv0uCQRjHP/rqq2+GRkNb5BC02l9gVBCEUEM1F4GDLbfUkEMODQ4JLk3RjyFaE5oDh6CpsiEiDJRoDIKQaojsefWSu6YO3nuf+3yP4/t874BB/j+cuXkbDNUHrLVXuuvV4+6HpQULoQcLbDw1krqMFLx3S9svR74toNha1qWrSJd1faFkWoJPTACJQue3SQJOtcfRpj9PwTQmkM1Jp9Futyvkpa520HPXmXSzhglgmPzlzPosXEHM3+wtaKmezdYxAaww1peKi5cbCClfqmpFTt7GBPSnUMFqOAUjR8SkwfDjr3QGq5iAYz+HsiMnHzZxfbKb0ZIYzliAnHx7RCW/WI0XTPFVeRULuH5Yi0QnxFDrWkd+MNm9lNsTZYFSsbjDPeE3aSLdu/l4Rwyc5yzgSMJfgRqRlrKfhfrzyP6AHz51Vc60Bvu3AAAAAElFTkSuQmCC).

1. We can do the same operation above for all the points in an image. If the curves of two different points intersect in the plane ![\theta](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANBAMAAABm7DILAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYN3784vP6RhIna+/dDJDrpHSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAARklEQVQI12NgEDIRYGBNYLdgaG7g/MWwiYHhG0MNA0M5gzUDgwqDiZKSCYiVzuDDwKADFGCoZVg/gcOBodnw0QQGRmc9BgCJYQyBbEJ+5gAAAABJRU5ErkJggg==)- ![r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAJBAMAAAD9fXAdAAAAKlBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADmU0mKAAAADXRSTlMAv/uvGN3zMnRIz4udEW9DNgAAAAlwSFlzAAAOxAAADsQBlSsOGwAAACpJREFUCNdjYFR2TWfojF2hzcBwlmECA8MhBiDYBiKOgQgjECEEIqwYGADGLwajp5zhEgAAAABJRU5ErkJggg==), that means that both points belong to a same line. For instance, following with the example above and drawing the plot for two more points: ![x_{1} = 4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAARBAMAAABtKeIaAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAMt37SOkYdPPPnYu/r2Aie/xQAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAkUlEQVQY02NgwA68cYgzMH7CJcPUhEtmuxIuwyYAZYRMGFgT0GU4E4AyJREMszD0VDGATJPftQGoHWxtKAiEMTCwBYBleH4xMHB1oBq2ASzDApRh2Ioiw9zR8b8bqOcwkP0U3SaQnu35FxgYHqHYA5FhDOD9M5GhCF1PEAMDbwFDhACmzEYYoxRXMOGReYUpBADwtR6pA17K9AAAAABJRU5ErkJggg==), ![y_{1} = 9](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAARBAMAAABgN5JdAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYN37GOmLdM+/868ynUgzIxdFAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAsUlEQVQY02NgwA4ur3TAIeNaN38BDikNBs6P2GVYvjHwfGNgVHZgEEWX4vvLwPKRwa2+gKEZXYrnEwOfAQMDP1iKByTCFAoCIUCW/gWnC2CpWQy8q1C1OX2eCiT5BYBSDKnoZpaBpBJAUuguYVEASW1gaGVgEEK1i4HpAJDgMq9cxMBQhKYrA0SwW23pwJDi+QdlRDMwlKJKcTdArfyDIQUBzgVMGxgYZLFJcVupYw9jANGSJdzksJ3YAAAAAElFTkSuQmCC)and ![x_{2} = 12](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADsAAAARBAMAAACRPMnQAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAMt37SOkYdPPPnYu/r2Aie/xQAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAu0lEQVQoz2NgwApkDzDgAa7/FRgYMo0v4JL3n8DAorX5Ny5pfqA0A8snPNJA8JOBQciEgTUBUxrsNKDhJREMsxiwS/MZAAn5XRugYkyhIBAGl2Z6ACR4fjEwsEy+gMXuGhCLBSjNx/4NU5oxAMTiOQwisUgzCYBY2/OBBrMFoNkNlNYDMRgDeP9MZOByQNWdP4GB03LmzAIG3gKGCAEGWTSP5TgwnP///38BlIs3ghg43dLwSZ///we7BACXrDEPjHZ0lQAAAABJRU5ErkJggg==), ![y_{2} = 3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAARBAMAAABgN5JdAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYN37GOmLdM+/868ySJ051QBEAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAsElEQVQY02NgwAp49Bcy4ACV4vYOuOQY6i/glnJgYFR2YBDFIhXHwOBWX8DQjCHBkiEAJPkRUkyhIBACZLFPWg2RmsXA27wB3S4FoJQAUIqR/QuaFCtQgD8BKMXAgC7F8QEotYGhFWhvAIpdAgxcDQwMXOaVixgY+FB8yPeXYRcwNNittnQwMJxGdfusoAcQVjQDwwTsYcLyh4HjigsWCecCpg0M8///xCLFbaWO3TAAaokn4DcqkCMAAAAASUVORK5CYII=), we get:

![Polar plot of the family of lines for three points](data:image/jpeg;base64,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)

The three plots intersect in one single point ![(0.925, 9.6)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAATBAMAAAD8GDcmAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABuklEQVQoz5WSv0scQRSAP29nzbl4xxmCZbjUEjhS2CpoAumsBAvxiphCxVyliVgsphIiCqYxTe5POAiBFCFcIyimEImgRfDAgHaeIbqreNm8N7sechhCFnZ+fO+bnfdmB/7juQup0j8tUwCnH3pP7fTNhyFGvuZYjqICTaLPTMAADIudPxCf4R99FbM3H7DY1dVvDSXaj9x7THuZl/CUsW0B+zg/DabBwvWuSqRzJ6RJ+zyCbzhnAgK8QNhFU70mmbwmu8I7qOPJYhPi6jcCXr/4FJeSkB67rsI4RvL5DV4DU5XTqDLrvvc1mhBW7cIqFbIy/SLjA3/UT3brrNtoTAgfbtVUrZIV/kzI6FWvtIfqdJxZNSbu+cL8r1hNXcJHGzqSTYs6cOpJZUeaR4g5VbWIG8K2zVzaTFlHmUpyBpaLt6HqLnwmXWMu1nak8BJjpbTdR8kck3Cp6ls4mV4i3YBXkuTm2trhupx9W6iqEAmc5Byprsh9yewqh9nAk9z7oiiqdX+Xgp9rlkIkkJ3asb/gQfPytK3cvEpPWsgdn/a/3LrjlnnHECn/drXQMp+Vd/BW0yu3XO08fwB0NohPw/9BaAAAAABJRU5ErkJggg==), these coordinates are the parameters (![\theta, r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAARBAMAAADalBo9AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAYN3784vP6RhIna+/dDJDrpHSAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAjElEQVQI12NgEDIRYIAD1gR2CwSvuYHzF4K3iYHhG4JXw8BQDmYc3qHygMGagUEFxOGd9O1yAIOJkpIJWI7rAycDSC4dwjMAEj4MDDoQqxwYwJpqIXIg3voJHA4MSxoYGLhBKpsNH01g2L+AgYEHxGN01mNgYC8AyiXAnMBZwIAEeBcg83iQOQzvoDQA57AZgLGO27kAAAAASUVORK5CYII=)) or the line in which ![(x_{0}, y_{0})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATBAMAAAApCuNrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABE0lEQVQoz2NgwAeEsAuzGDAwMDvg0OPMwBCGyzy2BQwVuOQ4GhiMcMmxTGCYxcB1x4EhFSaie5SBKQHMYt0AFOVz28DZAJVirfvHwHkAwj7AsIGBget7O8IoZDkQwx6ojf0ITI55A4QDkfMHyr16A5H7BJIDcw4wgCw2PsDAKsD2ACz3HSgH4RxguAo07ulHBr4H7AIcW4FyHxk4E0AckNwUBoZlDPKWCxWYDBh/AOX2vLO+wAjkMABNlGMAIrZdzAUsDQxpQLk3GyMngDlAvytCQ8iA3YHBDRKQAmAOewMDG0SO6xcjA8MLMDN+AZjDGcDABA2SHqCjgJawnmO4COGUAwVd4EHCtQBIyOyF+IVFgQEASaJH4GE/GvQAAAAASUVORK5CYII=), ![(x_{1}, y_{1})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATBAMAAAApCuNrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABCElEQVQoz2NgwAeEsAuzGDAwMDvg0OPMwBCGyzy2BQwVuOQ4GhiMcMmxTGCYxcB1x4EhFSaie5SBKQHMYt0AFOVz28DZAJVirfvHwHkAwj7AsIGBget7O5C5ACICkVsAlgMpsgdq694Ak2PeAOFA5PyBcuwQWxg+geTAnAMMINIYqADqAobvIDkmiNxVoJanH4FyFxg4tgJFPjJwJoA4ILkpDAzLGOQtF/BdYGD8ARTZ8876AgMfSC6BQY4BiNh2gblpQJE3GyMngDlAvytCfcYHtMINEpACYA57AwMbktwLMCt+AZjDGcDABA0SEA2MMtZzDBchnHKgoAs8dLlAoSGz9wEkqBUYAKFiQ2DTeDLUAAAAAElFTkSuQmCC)and ![(x_{2}, y_{2})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAATBAMAAAApCuNrAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABEElEQVQoz2NgwAeEsAuzGDAwMDvg0OPMwBCGyzy2BQwVuOQ4GhiMcMmxTGCYxcB1x4EhFSaie5SBKQHMYt0AFOVz28DZAJVirfvHwHkAwj7AsIGBget7O8IoZDkQwx6ozfMgTI55A4QDkfMHyim8DwDLfQLJgTkHGEAWG4MU8EPkvoPkwJwDDFcZGNiffmQABQLHViD1kYEzARIiBximMDAsY5C3XMDQwsD4Ayiy5531BQYghwFoohwDELHtYuASYGBIA4q82Rg5AcwB+l0R6nZmIHaDBKQAmMPewMAGlZsSGsDwAsyKXwDmcAYwMEGChPn/fwMGYJSxnmO4COGUA0Vd4EHCtQBIyOx9AAlqBQYAXnBEkmiRwe4AAAAASUVORK5CYII=)lay.

1. What does all the stuff above mean? It means that in general, a line can be *detected* by finding the number of intersections between curves. The more curves intersecting means that the line represented by that intersection have more points. In general, we can define a *threshold* of the minimum number of intersections needed to *detect* a line.
2. This is what the Hough Line Transform does. It keeps track of the intersection between curves of every point in the image. If the number of intersections is above some *threshold*, then it declares it as a line with the parameters ![(\theta, r_{\theta})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAATBAMAAAD2RJl0AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAr2C/SBjpi53PMvP73XQMZxBNAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABBUlEQVQY03WQsUtCcRDHP/hMh6TBLal8LS4RWLPDw1oCBycXEx6EDg3RKLQ4CgY1qIODNEeC0CYNKUTEG6UlEZfob7Cte/fzQY/o4Ph973O/u+MO/rPkX3Qkbjmw79khHs1CCeK3sZdwwTnU4bQYXYZ5Ew5hG77D/AR6cAY1Da1xZaSiDFUYw0zDz0X/VUUChuDN556pv8EJ+LP+7xp+Lb5ZDfgjTA2/khl3B8pdbX5heAvW+VL+Ll2dtSGtovAtGFBQ3pa9JgOHdEN4DvaakozBDkSePkS6/kzI+JeRvXaDW7nmffCvWdcStY2GeRN2CjrSZBVbq3zkzSZ+KeLYxPe/zpaHHxZbMfi8F5oHAAAAAElFTkSuQmCC)of the intersection point.

# DAY 5

## CONTOURS

Contours can be explained simply as a curve joining all the continuous points (along the boundary), having same colour or intensity.

**findContours (Mat img, contour, hierarchy, mode, method, offset)**

img: input image  
**contour**: array of coordinates of all the boundary points of an object  
**hierarchy**: representation of parent-child relationship between contours   
**mode**: retrieval mode  
**method**: used for contour approximation  
**offset** – Optional offset by which every contour point is shifted. This is useful if the contours are extracted from the image ROI and then they should be analyzed in the whole image context.

### CONTOUR Detected contours. Each contour is stored as a vector of points.

It stores 2-D array of vectors, where each row represents a contour and every element in a row represents coordinates of all the boundary points of an object.

### HIERARCHY

Sometimes objects are in different locations. But in some cases, some shapes are inside other shapes. Just like nested figures. In this case, we call outer one as **parent** and inner one as **child**. This way, contours in an image has some relationship to each other.

So each contour has its own information regarding what hierarchy it is, who is its child, who is its parent etc. OpenCV represents it as an array of four values: **[Next, Previous, First\_Child, Parent]  
Next** denotes next contour at the same hierarchical level.  
**Previous** denotes previous contour at the same hierarchical level.  
**First\_Child** denotes its first child contour.  
**Parent** denotes index of its parent contour.

### RETRIEVAL MODE

#### RETR\_LIST This is the simplest of the four flags (from explanation point of view). It simply retrieves all the contours, but doesn't create any parent-child relationship. Parents and kids are equal under this rule, and they are just contours. ie they all belongs to same hierarchy level.

#### RETR\_EXTERNAL If you use this flag, it returns only extreme outer flags. All child contours are left behind. We can say, under this law, Only the eldest in every family is taken care of. It doesn't care about other members of the family.

#### RETR\_CCOMP

#### RETR\_TREE And this is the final guy, Mr. Perfect. It retrieves all the contours and creates a full family hierarchy list. It even tells, who is the grandpa, father, son, grandson and even beyond...

### METHOD

#### CV\_CHAIN\_APPROX\_NONE

It stores absolutely all the contour points. That is, any 2 subsequent points (x1,y1) and (x2,y2) of the contour will be either horizontal, vertical or diagonal neighboUrs, that is, max(abs(x1-x2),abs(y2-y1))==1.

#### CV\_CHAIN\_APPROX\_SIMPLE

It compresses horizontal, vertical, and diagonal segments and leaves only their end points. For example, an up-right rectangular contour is encoded with 4 points.

**approxPolyDP (**InputArray **curve**, OutputArray **approxCurve**, double **epsilon**, bool **closed)**

Approximates a polygonal curve(s) with the specified precision.

InputArray **curve** – input vector of a 2-D point stored in a Mat

OutputArray **approxCurve** – Result of the approximation.

**epsilon** – Parameter specifying the approximation accuracy. This is the maximum distance between the original curve and its approximation.  
**closed** – If true, the approximated curve is closed (its first and last vertices are connected). Otherwise, it is not closed.

## HSV/HSL Colour space

HSL stands for *hue*, *saturation*, and *lightness* (or *luminosity*). HSV stands for *hue*, *saturation*, and *value*.  
HUE: a colour or shade.  
SATURATION: It is determined by intensity. When a colour's saturation level is reduced to 0, it becomes a shade of grey.  
LUMINOSITY: It refers to how much white (or black) is mixed in the colour.
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For HSV, Hue range is [0,179], Saturation range is [0,255] and Value range is [0,255].

## COLOUR TRANSFORMATION

**cv2.cvtColor(input\_image, flag)**

**flag:** it determines the type of conversion.  
For BGR → Grayscale cv2.COLOR\_BGR2GRAY.   
For BGR → HSV cv2.COLOR\_BGR2HSV.

## VIDEO PROCESSING

Video signal is basically any sequence of time varying images. A still image is a spatial distribution of intensities that remain constant with time, whereas a time varying image has a spatial intensity distribution that varies with time. Video signal is treated as a series of images called frames.

### CAPTURE VIDEO FROM CAMERA

**vid. VideoCapture vid(0);  
VideoCapture vid("C:\\Users\\Public\\Videos\\Sample Videos\\Wildlife.wmv");  
vid.read();**  
  
To capture a video, you need to create a **VideoCapture** object. Its argument can be either the device index or the name of a video file. Device index is just the number to specify which camera.

**VideoCapture** : Class for video capturing from video files, image sequences or cameras. **read() :** returns a bool (True/False). If frame is read correctly, it will be True. So you can check end of the video by checking this return value.

void main ()

{

vid. VideoCapture vid(0); //store a video  
vid.read();

while(1)

{

     // Capturing video frame by frame

     // display the resulting frame

}

}

# DAY 6

## CASCADE CLASSIFICATION (OBJECT DETECTION)

First, a classifier is trained with a few hundred sample views of a particular object (i.e., a face or a car), called positive examples, that are scaled to the same size (say, 20x20), and negative examples - arbitrary images of the same size.

After a classifier is trained, it can be applied to a region of interest (of the same size as used during the training) in an input image. The classifier outputs a “1” if the region is likely to show the object (i.e., face/car), and “0” otherwise. To search for the object in the whole image one can move the search window across the image and check every location using the classifier. The classifier is designed so that it can be easily “resized” in order to be able to find the objects of interest at different sizes, which is more efficient than resizing the image itself. So, to find an object of an unknown size in the image the scan procedure should be done several times at different scales.

The word “cascade” in the classifier name means that the resultant classifier consists of several simpler classifiers (stages) that are applied subsequently to a region of interest until at some stage the candidate is rejected or all the stages are passed.
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